The bounded buffer/ producer consumer problem

<http://www.it.uu.se/education/course/homepage/os/vt18/module-4/bounded-buffer/> ………Last visited: April 10, 2022.

The bounded-buffer problems is a classic example of concurrent access to a shared resource. A bounded buffer lets multiple producers and multiple consumers share a single buffer. Producers write data to the buffer and consumers read data from the buffer.

* Producers must block if the buffer is full.
* Consumers must block if the buffer is empty

<https://www.studytonight.com/operating-system/bounded-buffer> ......Last visited: April 10,2022

There is a buffer of n slots and each slot is capable of storing one unit of data. There are two processes running, namely, **producer** and **consumer**, which are operating on the buffer.![Bounded Buffer Problem](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAngAAAEPCAIAAABeOi6JAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAA30SURBVHhe7d07dhNJG4Bh61+LTcBhBWYFNgkR6WRyiBMyQrJJILSzSYlIsFdgr8CHAHsv/qurS1J1y5Il0CfJ0vMEM7r1hZmBd6q6rB48Pj4eAAAx/lf+DgAEEFoACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBA6w3tw7e3g8Hg7Lo8BYBdZ0QLAIGEFgACCS0ABCqhvT4r107zg1Z9KTVfXD27bq+xDgZvvz1Ur4+NX56Ysb9G3razyfQr1eZPXNrtHL178PzWEycMAGvVGdH+OBucXpbHBweXp70+3X355/y2eXD84d1h27Kj9oXi9vyozmHzge7+/vleHi+it3mzfW/nnaP3Dt7onTAArF0d2svLy+Ov94+tq2F65fb83ypdt7cH7ds3H1O2rv/NERte5Y838iaXp6V2D99y5SZ7vP96fJt2saD+5mnrtPMf5XSmdt4efXzwVveEAWD96tCmbE2KdHLRTVtj+HkSrOsfabCZtrg4KS/0Nnn4+T2VcHg12ePhx5uc4sXc/+punrZOxSxHm9756Oid8+2cMABsQB3aN686VTp89yFl8+73ePb4+PVReZRS9/suvdCfke1vUm/ROHm/aGnb/fc277k8zddfx/JMcnW+z20PAOE612h3we2v+/IIADavDm09GEza+dneMHfk8NWbFLXvPztbTG3Sr16eb+7ofCJPF7fa/c+NZn2BtlLNZQPAptWhvT0/mqwluj7LM7HD9zO6lWeBO1t0Nzn8+DmvTposXH749rZeRNy29ODyS/lA7+2j183l3mpxU7PMePQzPnmKunvw5vDN/HHnJQDYtHYYmFcpHR+ntnWMlxTnVU79IeSTS5uqD+WNasfDYfPKeK+9HbRvj3cwtfn8nWfdjfsnDADr1lkM9fmmyldTqfnTsCcXvdw1Ba0WAjcLhasPDK9uPr0uj1tlmXKWDtd7u9m8TnHa++ydJ80J18uQAWDzBim26W/XzVdVpJK5wAkAq7Rzq44BYJsILQAEKlPHAEAEI1oACLTuEe1gMCiP8k8WlUcAsKM2OXVcR7clvQDsmO26Riu9AOyYbV8MJb0AvGgvb9VxL726C8A2e3mh7bG6CoBt9uJDWxtHV3EB2BI7FdoxxQVgS+xmaMdScbUWgA3a/Q61o1u5BWAj9mXAZ2gLwEbsy3cdp8qOL9wCwNrs0U0FtBaA9duvu/doLQBr5jZ5ABBo70JrUAvAOhnRAkCgfQytQS0Aa2NECwCBhBYAAu1paM0eA7AeRrQAEEhoASCQ0AJAIKEFgED7G1rroQBYAyNaAAgktAAQSGgBIJDQAkAgoQWAQHsdWguPAYhmRAsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgfY9tL4cCoBQRrQAEEhoASDQ3oXWRDEA67R3oV3koqwYA7Aqpo4BIJDQAkCgfQzt/Nnj9Fb6QHkCAH/HiBYAAu1paGcNag1nAVgtI1oACLS/oZ0e1BrOArByRrS+7hiAQEILAIH2OrT1WNa8MQARjGgBIJBhXPlmY/8cAIhgRAsAgYQWAAKZOgaAQEa0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQKCX/V3H49u2A9DyDfbb5sWHdpf+k3qJv5wX/a9gx/77YeX8lmQlTB0DQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloAtshgMCiPdoXQArAt2sqmv+5SboUWgG3x+PhYHu0QoQVg6+xScYUWgC2SErtj41qhBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAgxf9BRy79K3TACuxY1+rtANedmgBXq40VPAn8D4wdQwAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACbMbj46MvA9gHQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEElqAjfF1x/tAaAEgkNACQCChBYBAQgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACbJIvh9p5QgsAgYQWAAIJLQAEEloACCS0ABBIaAEgkNACbJif8NltQgsAgYSWNbo+S//bPu3tt4fygUVNdnR2PeuVNVjPQR++vf2Tf0bAlhBaNu/2/GipUl2fnV6Wh8evj5q/Tb+yBhs56LNyltf4PxvAc4SWdRtePXZdDdOrl18WHrI9/L5Lf213c/Px8MlX1mAjB33e/a/b8gjYDkLLxp1cNKm9/f5zmcnR6THkRkaVWzSUBbaU0LIt3rxqR4XTlySrV5qrokfnaczWTDfnKdLpV4q81Uj3EmeZXh19Ytb1z84eOp+aedCx0TlX+5h1mNbkem9j/tzvrBNrXs/T2Zen6fXRPpbZMxvzaOHx7hJaNq691jl8f1Ker0BTnBzCkScuA999+af9xPGHd9MTv1N7WPpKcpI2qfaRns1qbWrh+Hpvlko547NLntgSewaCNBeYYD3y1dgnVRdu778ep/h9vS9Pk94ri32g+5H2yKOjPPGBnnKm1WlNvTJ9GrVyiP4hqx1W8r7rt/ILo313DvTsiXX3NX/PbJf0r6Y8YrcY0bIVLn+sbkbz4ef3NOAbXtUrlE4umlx1jzL8PHMJ0/WPNApMObqYjLLbPSx5osOr0R4OP35uEnf3e+Zgsh5qnlyk35xPrbD6oxNbaM9AFKFl3erxVSs38HTFE5r5MmUlT7fWnZuzjikvKJ6aUT589yEFbU4qp3QOcfQ6j2mfcvKpSWU7CTzy5GTw0ie28J7ZAun3Qvr3U56wQ4SWzTv8+F/KwZLLjv/I7a/78mi7HH68Gc8BFyu6lhq3Z2BBQsvWqCvYKeKf/GjojMuQ1ZTrHIev3qRT6Ie/nZIeLY5evTyrW+Q0Tv+vxx+e2AJ7BsIILZv38C2v/y3rjnNMJl9g8fDtbXfZ7LPyTOrt+VFnirT9GZdFZ01P3qccdXdxfZYnn1e6OLpoFhL3zm3WPPOCJzaaRl5iz2yF9L9CZo93j9Cybv2Lp+Xy6fHXT6UUOSbjq4pH5wfD4XJtaKeiuwdqYj05xLPaL9God5Frv8QeltAulOqcbtvOJ1ZrPXtiOaT5H17q6zJ7BoIILVugmeetVsKWdbRZeuvm0+vyZGHNlcnJPhq9Qzzv5KK3h2YRV9Ry3amD5aM9Pc/9zImV5c1JHtYus2cgxOAx//AWAFtiMPAn804xogWAQEILsF0sidoxQgsAgYQWYOsY1O4SoQXYRlq7M4QWYEtp7W4QWoDtpbU7wE9rAWy71NroP6vHOReFlRNagBdgDa1tKe7KmToGeAFS9lICxxWMkw7Uag+XlDf+UHtDj1bnBhdZe+OLkc4NHPNb6ZXqI70bPNa77u58tG15mnReaTZsHk92PXqnOlj/ZKu3+meS3zq7Hn2i+6bQ8vfyf1iN8hyIsdL+Pa89XFKO9wdHbMpT333r8rTOV/NuvsvFWHM7jG7f0ivVR9KzccRSLLs39ko77xduvp/tna+ytOccyupgl6eT3U2d6vSZHtx9ybchOzg4/vCu+6XoQsvfKr8XzTLBWpTfbxstblLem6fcAHN8c+h8f4vLH6M8Xf+bu9Tc5qIot6bqBWz0gfb2GKN7VV//SJWtts0bL3On5dvz87vumZ0enR+MXuncuLn/C0ma93tnentbtp66+YjQArxI+Q/8RknfSHk7QDleVg4273D3v1Kdhlfj7jR31ZrcOyqXMrWrupdUuXHXpMXJ8Gr0gXJnqtHdlhv1IPbkIu18mRtsHX/9b3xmzU2sO+d68mly16uHn9+7v5CkPdXOmc6+/aTQArxsOXwTJYBPKRusQjnYnOI+/L5LNXt9VJ72tO/2J1nb4lUt7Wyf77ZcjErYzOGO9IbCz3jzqpfFmeeade7rnOSZ5Lr6szcXWoCdUgL4lNKIlRoftH66Bnl8nGd4x5a+SvvXRhPZ8wktwL5oc7ta7Z5TYuunjcNXb+aUqH23f021naWdGmvOlOeLi85l1Ubn2Hke+y/UF2gr1cT3bEILwHLawWurFOeJ5ZB5prdeMdT++Et5fvI+hTEv9s1PG9ftMuDh++fr1dlVq55Yzhk/uPxSxrfp090VykvJ89ndM82LnvsnMJPQArCQJi1ZSWtW3nvC4cf/2tW8Zat8WfP466eS0ZOLPAatrn3mGE4+ME+7Mqpz3bSNdFmQlDM+voB7dH4wHE4yvKypX0jSnOtipyq0AMxX0jJv8DpDcx21vow6vOqsCz65KD+zM9L8uM6iC4enNs5bj6dyywrm7Pjr/c2n1+XJH2l+Id2jNVPJi57qmr7TC4CXJZW1fSATf0loAZjQ15UTWgAabWJFYeWEFgACWQwFAIGEFgACCS0ABBJaAAgktAAQSGgBIJDQAkAgoQWAQEILAIGEFgACCS0AhDk4+D9+KLW2yqZQzgAAAABJRU5ErkJggg==)

A producer tries to insert data into an empty slot of the buffer. A consumer tries to remove data from a filled slot in the buffer. As you might have guessed by now, those two processes won't produce the expected output if they are being executed concurrently.

There needs to be a way to make the producer and consumer work in an independent manner.

One solution of this problem is to use semaphores. The semaphores which will be used here are:

* m, a **binary semaphore** which is used to acquire and release the lock.
* empty, a **counting semaphore** whose initial value is the number of slots in the buffer, since, initially all slots are empty.
* full, a **counting semaphore** whose initial value is 0.

At any instant, the current value of empty represents the number of empty slots in the buffer and full represents the number of occupied slots in the buffer.

The Producer Operation

The pseudocode of the producer function looks like this:

|  |
| --- |
| Do{ |

|  |
| --- |
| // produce an item in nextp Wait (empty); |

|  |
| --- |
| Wait (Mutex); |

|  |
| --- |
| // add the item to the buffer |

|  |
| --- |
| Signal (Mutex); |

|  |
| --- |
| Signal (full); |

|  |
| --- |
| } while (True); |

* Looking at the above code for a producer, we can see that a producer first waits until there is atleast one empty slot.
* Then it decrements the **empty** semaphore because, there will now be one less empty slot, since the producer is going to insert data in one of those slots.
* Then, it acquires lock on the buffer, so that the consumer cannot access the buffer until producer completes its operation.
* After performing the insert operation, the lock is released and the value of **full** is incremented because the producer has just filled a slot in the buffer.

## The Consumer Operation

The pseudocode for the consumer function looks like this:

|  |
| --- |
| Do { |

|  |
| --- |
| Wait (full); |

|  |
| --- |
| Wait (Mutex); |

|  |
| --- |
| //remove an item from buffer to next |

|  |
| --- |
| Signal (Mutex); |

|  |
| --- |
| Signal (empty); |

|  |
| --- |
| // consume the item in next |

|  |
| --- |
| } while (true); |

* The consumer waits until there is atleast one full slot in the buffer.
* Then it decrements the **full** semaphore because the number of occupied slots will be decreased by one, after the consumer completes its operation.
* After that, the consumer acquires lock on the buffer.
* Following that, the consumer completes the removal operation so that the data from one of the full slots is removed.
* Then, the consumer releases the lock.
* Finally, the **empty** semaphore is incremented by 1, because the consumer has just removed data from an occupied slot, thus making it empty.

Reader writer problem

[https://www.tutorialspoint.com/readers-writers-problem ......Last](https://www.tutorialspoint.com/readers-writers-problem%20......Last) visited: April 10, 2022

The readers-writers problem relates to an object such as a file that is shared between multiple processes. Some of these processes are readers i.e. they only want to read the data from the object and some of the processes are writers i.e. they want to write into the object.

The readers-writers problem is used to manage synchronization so that there are no problems with the object data. For example - If two readers access the object at the same time there is no problem. However if two writers or a reader and writer access the object at the same time, there may be problems.

<https://www.geeksforgeeks.org/readers-writers-problem-set-1-introduction-and-readers-preference-solution/> …….Last visited: April 10, 2022

Problem parameters: 

* One set of data is shared among a number of processes
* Once a writer is ready, it performs its write. Only one writer may write at a time
* If a process is writing, no other process can read it
* If at least one reader is reading, no other process can write
* Readers may not write and only read

**Solution when Reader has the Priority over Writer**

Here priority means, no reader should wait if the share is currently opened for reading.

Three variables are used: **mutex, wrt, readcnt** to implement solution 

1. **semaphore** mutex, wrt; // semaphore **mutex** is used to ensure mutual exclusion when **readcnt** is updated i.e. when any reader enters or exit from the critical section and semaphore **wrt** is used by both readers and writers
2. **int** readcnt;  //    **readcnt** tells the number of processes performing read in the critical section, initially 0

**Functions for semaphore :**

– wait() : decrements the semaphore value.

– signal() : increments the semaphore value.

**Writer process:** 

1. Writer requests the entry to critical section.
2. If allowed i.e. wait() gives a true value, it enters and performs the write. If not allowed, it keeps on waiting.
3. It exits the critical section.

 do {

// writer requests for critical section

wait(wrt);

// performs the write

// leaves the critical section

signal(wrt);

} while(true);

**Reader process:** 

1. Reader requests the entry to critical section.
2. If allowed:
   * it increments the count of number of readers inside the critical section. If this reader is the first reader entering, it locks the **wrt** semaphore to restrict the entry of writers if any reader is inside.
   * It then, signals mutex as any other reader is allowed to enter while others are already reading.
   * After performing reading, it exits the critical section. When exiting, it checks if no more reader is inside, it signals the semaphore “wrt” as now, writer can enter the critical section.
3. If not allowed, it keeps on waiting.

do {

// Reader wants to enter the critical section

wait(mutex);

// The number of readers has now increased by 1

readcnt++;

// there is atleast one reader in the critical section

**// this ensure no writer can enter if there is even one reader**

**// thus we give preference to readers here**

if (readcnt==1)

wait(wrt);

// other readers can enter while this current reader is inside

// the critical section

signal(mutex);

// current reader performs reading here

wait(mutex);   // a reader wants to leave

readcnt--;

// that is, no reader is left in the critical section,

if (readcnt == 0)

signal(wrt);         // writers can enter

signal(mutex); // reader leaves

} while(true);

Thus, the semaphore ‘**wrt**‘ is queued on both readers and writers in a manner such that preference is given to readers if writers are also there. Thus, no reader is waiting simply because a writer has requested to enter the critical section.

<https://www.studytonight.com/operating-system/readers-writer-problem> .... Last visited: April 10,2022

### The Problem Statement

There is a shared resource which should be accessed by multiple processes. There are two types of processes in this context. They are **reader** and **writer**. Any number of **readers** can read from the shared resource simultaneously, but only one **writer** can write to the shared resource. When a **writer** is writing data to the resource, no other process can access the resource. A **writer** cannot write to the resource if there are non zero number of readers accessing the resource at that time.

## The Solution

From the above problem statement, it is evident that readers have higher priority than writer. If a writer wants to write to the resource, it must wait until there are no readers currently accessing that resource.

Here, we use one **mutex** m and a **semaphore** w. An integer variable read\_count is used to maintain the number of readers currently accessing the resource. The variable read\_count is initialized to 0. A value of 1 is given initially to m and w.

Instead of having the process to acquire lock on the shared resource, we use the mutex m to make the process to acquire and release lock whenever it is updating the read\_count variable.

while(TRUE)

{

wait(w);

/\* perform the write operation \*/

signal(w);

}

while(TRUE)

{

//acquire lock

wait(m);

read\_count++;

if(read\_count == 1)

wait(w);

//release lock

signal(m);

/\* perform the reading operation \*/

// acquire lock

wait(m);

read\_count--;

if(read\_count == 0)

signal(w);

// release lock

signal(m);

}

* As seen above in the code for the writer, the writer just waits on the **w** semaphore until it gets a chance to write to the resource.
* After performing the write operation, it increments **w** so that the next writer can access the resource.
* On the other hand, in the code for the reader, the lock is acquired whenever the **read\_count** is updated by a process.
* When a reader wants to access the resource, first it increments the **read\_count** value, then accesses the resource and then decrements the **read\_count** value.
* The semaphore **w** is used by the first reader which enters the critical section and the last reader which exits the critical section.
* The reason for this is, when the first readers enters the critical section, the writer is blocked from the resource. Only new readers can access the resource now.
* Similarly, when the last reader exits the critical section, it signals the writer using the **w** semaphore because there are zero readers now and a writer can have the chance to access the resource.

<https://afteracademy.com/blog/the-reader-writer-problem-in-operating-system> ..... Last visited: April 10, 2022

In an Operating System, we deal with various processes and these processes may use files that are present in the system. Basically, we perform two operations on a file i.e. read and write. All these processes can perform these two operations. But the problem that arises here is that:

* If a process is writing something on a file and another process also starts writing on the same file at the same time, then the system will go into the inconsistent state. Only one process should be allowed to change the value of the data present in the file at a particular instant of time.
* Another problem is that if a process is reading the file and another process is writing on the same file at the same time, then this may lead to dirty-read because the process writing on the file will change the value of the file, but the process reading that file will read the old value present in the file. So, this should be avoided.

#### The solution

We can solve the above two problems by using the semaphore variable(learn more about semaphore from [here](https://afteracademy.com/blog/what-is-semaphore-and-what-are-its-types)). The following is the proposed solution:

* If a process is performing some write operation, then no other process should be allowed to perform the read or the write operation i.e. no other process should be allowed to enter into the critical section(learn more about critical section from [here](https://afteracademy.com/blog/what-is-process-synchronization-in-operating-system)).
* If a process is performing some read operation only, then another process that is demanding for reading operation should be allowed to read the file and get into the critical section because the read operation doesn't change anything in the file. So, more than one reads are allowed. But if a process is reading a file and another process is demanding for the write operation, then it should not be allowed.

So, we will use the above two concepts and solve the reader-writer problem with the help of semaphore variables. The following semaphore variables will be used in our solution:

* **Semaphore "writer":** This semaphore is used to achieve the mutual exclusion property. It is used by the process that is writing in the file and it ensures that no other process should enter the critical section at that instant of time. Initially, it will be set to "1".
* **Semaphore "mutex":** This semaphore is used to achieve mutual exclusion during changing the variable that is storing the count of the processes that are reading a particular file. Initially, it will be set to "1".

Apart from these two semaphore variables, we have one variable *readerCount* that will have the count of the processes that are reading a particular file. The *readerCount* variable is initially initialized to 0.

We will also use two function *wait()* and *signal()*. The wait() function is used to reduce the value of a semaphore variable by one and the *signal()* function is used to increase the value of a semaphore variable by one.

The following is the pseudo-code for the process that is writing something in the file:

wait(writer)

...

write operation

...

signal(writer)

The above code can be summarized as:

* The *wait(writer)* function is called so that it achieves the mutual exclusion. The wait() function will reduce the *writer* value to "0" and this will block other processes to enter into the critical section.
* The write operation will be carried and finally, the *signal(writer)* function will be called and the value of the *writer* will be again set to "1" and now other processes will be allowed to enter into the critical section.

This is how we can deal with the process of doing the write operation. Now, let's look at the reader problem.

The following is the pseudo-code for the process that is reading something from the file:

wait(mutex) -----

readerCount++ |

**if**(readerCount == 1) |--- changing the readerCount

**wait**(writer) |

**signal**(mutex) -----

...

read operation

**wait**(mutex) -----

readerCount-- |

**if**(readerCount == 0) |--- changing the readerCount

**signal**(writer) |

**signal**(mutex) -----

The above code can be summarized as:

* We are using the *mutex* variable to change something in the *readerCount* variable. This is done because if some process is changing something in the *readerCount* variable, then no other process should be allowed to use that variable. So, to achieve mutual exclusion, we are using the mutex variable.
* Initially, we are calling the *wait(mutex)* function and this will reduce the value of the mutex by one. After that, the *readerCount* value will be increased by one.
* If the *readerCount* variable is equal to "1" i.e. the reader process is the first process, in this case, no other process demanding for write operation will be allowed to enter into the critical section. So, the *wait(writer)* will be called and the value of the writer variable will be decreased to "0" and no other process demanding for write operation will be allowed.
* After changing the *readerCount* variable, the value of the *mutex* variable will be increased by one, so that other processes should be allowed to change the value of the *readerCount* value.
* The read operation by various processes will be continued and after that when the read operation is done, then again we have to change the count the value of the *readerCount* and decrease the value by one.
* If the *readerCount* becomes "0", then we have to increase the value of the *writer* variable by one by calling the *signal(writer)* function. This is done because if the *readerCount* is "0" then other writer processes should be allowed to enter into the critical section to write the data in the file.

Dining philosophers problem

<https://www.tutorialspoint.com/dining-philosophers-problem-dpp> ..... Last visited: April, 2022

The dining philosophers problem states that there are 5 philosophers sharing a circular table and they eat and think alternatively. There is a bowl of rice for each of the philosophers and 5 chopsticks. A philosopher needs both their right and left chopstick to eat. A hungry philosopher may only eat if there are both chopsticks available.Otherwise a philosopher puts down their chopstick and begin thinking again.

The dining philosopher is a classic synchronization problem as it demonstrates a large class of concurrency control problems.

**Solution of Dining Philosophers Problem**

A solution of the Dining Philosophers Problem is to use a semaphore to represent a chopstick. A chopstick can be picked up by executing a wait operation on the semaphore and released by executing a signal semaphore.

The structure of the chopstick is shown below −

semaphore chopstick [5];

Initially the elements of the chopstick are initialized to 1 as the chopsticks are on the table and not picked up by a philosopher.

The structure of a random philosopher i is given as follows −

do {

   wait( chopstick[i] );

   wait( chopstick[ (i+1) % 5] );

   . .

   . EATING THE RICE

   .

   signal( chopstick[i] );

   signal( chopstick[ (i+1) % 5] );

   .

   . THINKING

   .

} while(1);

In the above structure, first wait operation is performed on chopstick[i] and chopstick[ (i+1) % 5]. This means that the philosopher i has picked up the chopsticks on his sides. Then the eating function is performed.

After that, signal operation is performed on chopstick[i] and chopstick[ (i+1) % 5]. This means that the philosopher i has eaten and put down the chopsticks on his sides. Then the philosopher goes back to thinking.

**Difficulty with the solution**

The above solution makes sure that no two neighboring philosophers can eat at the same time. But this solution can lead to a deadlock. This may happen if all the philosophers pick their left chopstick simultaneously. Then none of them can eat and deadlock occurs.

Some of the ways to avoid deadlock are as follows −

* There should be at most four philosophers on the table.
* An even philosopher should pick the right chopstick and then the left chopstick while an odd philosopher should pick the left chopstick and then the right chopstick.
* A philosopher should only be allowed to pick their chopstick if both are available at the same time.

<https://www.javatpoint.com/os-dining-philosophers-problem> ...... Last visited: April 10, 2022

|  |
| --- |
| The dining philosopher's problem is the classical problem of synchronization which says that Five philosophers are sitting around a circular table and their job is to think and eat alternatively. A bowl of noodles is placed at the center of the table along with five chopsticks for each of the philosophers. To eat a philosopher needs both their right and a left chopstick. A philosopher can only eat if both immediate left and right chopsticks of the philosopher is available. In case if both immediate left and right chopsticks of the philosopher are not available then the philosopher puts down their (either left or right) chopstick and starts thinking again.  The dining philosopher demonstrates a large class of concurrency control problems hence it's a classic synchronization problem.  THE DINING PHILOSOPHERS PROBLEM  **Five Philosophers sitting around the table**  **Dining Philosophers Problem**- Let's understand the Dining Philosophers Problem with the below code, we have used fig 1 as a reference to make you understand the problem exactly. The five Philosophers are represented as P0, P1, P2, P3, and P4 and five chopsticks by C0, C1, C2, C3, and C4.  THE DINING PHILOSOPHERS PROBLEM   1. Void Philosopher 2. { 3. **while**(1) 4. { 5. take\_chopstick[i]; 6. take\_chopstick[ (i+1) % 5] ; 7. . . 8. . EATING THE NOODLE 9. . 10. put\_chopstick[i] ); 11. put\_chopstick[ (i+1) % 5] ; 12. . 13. . THINKING 14. } 15. }   Let's discuss the above code:  Suppose Philosopher P0 wants to eat, it will enter in Philosopher() function, and execute **take\_chopstick[i];** by doing this it holds **C0 chopstick** after that it execute **take\_chopstick[ (i+1) % 5];** by doing this it holds **C1 chopstick**( since i =0, therefore (0 + 1) % 5 = 1)  Similarly suppose now Philosopher P1 wants to eat, it will enter in Philosopher() function, and execute **take\_chopstick[i];** by doing this it holds **C1 chopstick** after that it execute **take\_chopstick[ (i+1) % 5];** by doing this it holds **C2 chopstick**( since i =1, therefore (1 + 1) % 5 = 2)  But Practically Chopstick C1 is not available as it has already been taken by philosopher P0, hence the above code generates problems and produces race condition. The solution of the Dining Philosophers Problem We use a semaphore to represent a chopstick and this truly acts as a solution of the Dining Philosophers Problem. Wait and Signal operations will be used for the solution of the Dining Philosophers Problem, for picking a chopstick wait operation can be executed while for releasing a chopstick signal semaphore can be executed.  Semaphore: A semaphore is an integer variable in S, that apart from initialization is accessed by only two standard atomic operations - wait and signal, whose definitions are as follows:   1. 1. wait( S ) 2. { 3. **while**( S <= 0) ; 4. S--; 5. } 7. 2. signal( S ) 8. { 9. S++; 10. }   From the above definitions of wait, it is clear that if the value of S <= 0 then it will enter into an infinite loop(because of the semicolon; after while loop). Whereas the job of the signal is to increment the value of S.  The structure of the chopstick is an array of a semaphore which is represented as shown below -   1. semaphore C[5];   Initially, each element of the semaphore C0, C1, C2, C3, and C4 are initialized to 1 as the chopsticks are on the table and not picked up by any of the philosophers.  Let's modify the above code of the Dining Philosopher Problem by using semaphore operations wait and signal, the desired code looks like   1. **void** Philosopher 2. { 3. **while**(1) 4. { 5. Wait( take\_chopstickC[i] ); 6. Wait( take\_chopstickC[(i+1) % 5] ) ; 7. . . 8. . EATING THE NOODLE 9. . 10. Signal( put\_chopstickC[i] ); 11. Signal( put\_chopstickC[ (i+1) % 5] ) ; 12. . 13. . THINKING 14. } 15. }   In the above code, first wait operation is performed on take\_chopstickC[i] and take\_chopstickC [ (i+1) % 5]. This shows philosopher i have picked up the chopsticks from its left and right. The eating function is performed after that.  On completion of eating by philosopher i the, signal operation is performed on take\_chopstickC[i] and take\_chopstickC [ (i+1) % 5]. This shows that the philosopher i have eaten and put down both the left and right chopsticks. Finally, the philosopher starts thinking again. Let's understand how the above code is giving a solution to the dining philosopher problem? Let value of i = 0( initial value ), Suppose Philosopher P0 wants to eat, it will enter in Philosopher() function, and execute **Wait( take\_chopstickC[i] );** by doing this it holds **C0 chopstick** and reduces semaphore C0 to 0**,** after that it execute **Wait( take\_chopstickC[(i+1) % 5] );** by doing this it holds **C1 chopstick**( since i =0, therefore (0 + 1) % 5 = 1) and reduces semaphore C1 to 0  Similarly, suppose now Philosopher P1 wants to eat, it will enter in Philosopher() function, and execute **Wait( take\_chopstickC[i] );** by doing this it will try to hold **C1 chopstick** but will not be able to do that**,** since the value of semaphore C1 has already been set to 0 by philosopher P0, therefore it will enter into an infinite loop because of which philosopher P1 will not be able to pick chopstick C1 whereas if Philosopher P2 wants to eat, it will enter in Philosopher() function, and execute **Wait( take\_chopstickC[i] );** by doing this it holds **C2 chopstick** and reduces semaphore C2 to 0, after that, it executes **Wait( take\_chopstickC[(i+1) % 5] );** by doing this it holds **C3 chopstick**( since i =2, therefore (2 + 1) % 5 = 3) and reduces semaphore C3 to 0.  Hence the above code is providing a solution to the dining philosopher problem, A philosopher can only eat if both immediate left and right chopsticks of the philosopher are available else philosopher needs to wait. Also at one go two independent philosophers can eat simultaneously (i.e., philosopher **P0 and P2, P1 and P3 & P2 and P4** can eat simultaneously as all are the independent processes and they are following the above constraint of dining philosopher problem) The drawback of the above solution of the dining philosopher problem From the above solution of the dining philosopher problem, we have proved that no two neighboring philosophers can eat at the same point in time. The drawback of the above solution is that this solution can lead to a deadlock condition. This situation happens if all the philosophers pick their left chopstick at the same time, which leads to the condition of deadlock and none of the philosophers can eat.  To avoid deadlock, some of the solutions are as follows -   * Maximum number of philosophers on the table should not be more than four, in this case, chopstick C4 will be available for philosopher P3, so P3 will start eating and after the finish of his eating procedure, he will put down his both the chopstick C3 and C4, i.e. semaphore C3 and C4 will now be incremented to 1. Now philosopher P2 which was holding chopstick C2 will also have chopstick C3 available, hence similarly, he will put down his chopstick after eating and enable other philosophers to eat. * A philosopher at an even position should pick the right chopstick and then the left chopstick while a philosopher at an odd position should pick the left chopstick and then the right chopstick. * Only in case if both the chopsticks ( left and right ) are available at the same time, only then a philosopher should be allowed to pick their chopsticks * All the four starting philosophers ( P0, P1, P2, and P3) should pick the left chopstick and then the right chopstick, whereas the last philosopher P4 should pick the right chopstick and then the left chopstick. This will force P4 to hold his right chopstick first since the right chopstick of P4 is C0, which is already held by philosopher P0 and its value is set to 0, i.e C0 is already 0, because of which P4 will get trapped into an infinite loop and chopstick C4 remains vacant. Hence philosopher P3 has both left C3 and right C4 chopstick available, therefore it will start eating and will put down its both chopsticks once finishes and let others eat which removes the problem of deadlock.   The design of the problem was to illustrate the challenges of avoiding deadlock, a deadlock state of a system is a state in which no progress of system is possible. Consider a proposal where each philosopher is instructed to behave as follows:   * The philosopher is instructed to think till the left fork is available, when it is available, hold it. * The philosopher is instructed to think till the right fork is available, when it is available, hold it. * The philosopher is instructed to eat when both forks are available. * then, put the right fork down first * then, put the left fork down next * repeat from the beginning   <https://www.geeksforgeeks.org/dining-philosophers-solution-using-monitors/> ….. Last visited: April 10, 2022  There exist some algorithm to solve Dining – Philosopher Problem, but they may have deadlock situation. Also, a deadlock-free solution is not necessarily starvation-free. Semaphores can result in deadlock due to programming errors. Monitors alone are not sufficiency to solve this, we need monitors with *condition variables*  **Monitor-based Solution to Dining Philosophers**  We illustrate monitor concepts by presenting a deadlock-free solution to the dining-philosophers problem. Monitor is used to control access to state variables and condition variables. It only tells when to enter and exit the segment. This solution imposes the restriction that a philosopher may pick up her chopsticks only if both of them are available.  To code this solution, we need to distinguish among three states in which we may find a philosopher. For this purpose, we introduce the following data structure:  **THINKING –** When philosopher doesn’t want to gain access to either fork.  **HUNGRY –** When philosopher wants to enter the critical section.  **EATING –** When philosopher has got both the forks, i.e., he has entered the section.  Philosopher i can set the variable state[i] = EATING only if her two neighbors are not eating (state[(i+4) % 5] != EATING) and (state[(i+1) % 5] != EATING).  // Dining-Philosophers Solution Using Monitors  monitor DP  {  status state[5];  condition self[5];  // Pickup chopsticks  Pickup(int i)  {  // indicate that I’m hungry  state[i] = hungry;  // set state to eating in test()  // only if my left and right neighbors  // are not eating  test(i);  // if unable to eat, wait to be signaled  if (state[i] != eating)  self[i].wait;  }  // Put down chopsticks  Putdown(int i)  {  // indicate that I’m thinking  state[i] = thinking;  // if right neighbor R=(i+1)%5 is hungry and  // both of R’s neighbors are not eating,  // set R’s state to eating and wake it up by  // signaling R’s CV  test((i + 1) % 5);  test((i + 4) % 5);  }  test(int i)  {  if (state[(i + 1) % 5] != eating  && state[(i + 4) % 5] != eating  && state[i] == hungry) {  // indicate that I’m eating  state[i] = eating;  // signal() has no effect during Pickup(),  // but is important to wake up waiting  // hungry philosophers during Putdown()  self[i].signal();  }  }  init()  {  // Execution of Pickup(), Putdown() and test()  // are all mutually exclusive,  // i.e. only one at a time can be executing  for  i = 0 to 4  // Verify that this monitor-based solution is  // deadlock free and mutually exclusive in that  // no 2 neighbors can eat simultaneously  state[i] = thinking;  }  } // end of monitor  Above Program is a monitor solution to the dining-philosopher problem.  We also need to declare  condition self[5];  This allows philosopher i to delay herself when she is hungry but is unable to obtain the chopsticks she needs. We are now in a position to describe our solution to the dining-philosophers problem. The distribution of the chopsticks is controlled by the monitor Dining Philosophers. Each philosopher, before starting to eat, must invoke the operation pickup(). This act may result in the suspension of the philosopher process. After the successful completion of the operation, the philosopher may eat. Following this, the philosopher invokes the putdown()  operation. Thus, philosopher i must invoke the operations pickup() and putdown() in the following sequence:  DiningPhilosophers.pickup(i);  ...  eat  ...  DiningPhilosophers.putdown(i);  It is easy to show that this solution ensures that **no two neighbors** are eating simultaneously and that no deadlocks will occur. We note, however, that it is possible for a philosopher to starve to death.  <https://www.codingninjas.com/codestudio/library/dining-philosopher-solution-using-monitors> ..... Last visited: April 10, 2022 ****Possibility of Deadlock**** If philosophers take one fork at a time, taking a fork from the left and then one from the right, there is a danger of deadlock.  This possibility of deadlock means that any solution to the problem must include some provision for preventing or otherwise dealing with deadlocks. ****Possibility of Starvation**** If philosophers take two forks at a time, there is a possibility of starvation. Philosophers P2 & P5 and P1 & P3 can alternate in a way that starves out philosopher P4.  This possibility of starvation means that any solution to the problem must include some provision for preventing starvation.  We require an algorithm to distribute these restricted resources (forks) across numerous processes (philosophers) in such a way that the solution is free from deadlock and starvation.    Some algorithms exist to solve the Dining – Philosopher Problem, although they may have a deadlock situation.  Furthermore, a deadlock-free solution does not always imply a starvation-free solution.  Due to programming flaws, semaphores can cause deadlock.  Monitors alone will not be sufficient to address this problem; we will need monitors with condition variables.  Sleeping barber problem  <https://www.geeksforgeeks.org/sleeping-barber-problem-in-process-synchronization/> …. Last visited: April 10, 2022.  **Problem :** The analogy is based upon a hypothetical barber shop with one barber. There is a barber shop which has one barber, one barber chair, and n chairs for waiting for customers if there are any to sit on the chair.   * If there is no customer, then the barber sleeps in his own chair. * When a customer arrives, he has to wake up the barber. * If there are many customers and the barber is cutting a customer’s hair, then the remaining customers either wait if there are empty chairs in the waiting room or they leave if no chairs are empty.   **Solution :** The solution to this problem includes three [semaphores](https://www.geeksforgeeks.org/semaphores-operating-system/).First is for the customer which counts the number of customers present in the waiting room (customer in the barber chair is not included because he is not waiting). Second, the barber 0 or 1 is used to tell whether the barber is idle or is working, And the third mutex is used to provide the mutual exclusion which is required for the process to execute. In the solution, the customer has the record of the number of customers waiting in the waiting room if the number of customers is equal to the number of chairs in the waiting room then the upcoming customer leaves the barbershop.  When the barber shows up in the morning, he executes the procedure barber, causing him to block on the semaphore customers because it is initially 0. Then the barber goes to sleep until the first customer comes up.  When a customer arrives, he executes customer procedure the customer acquires the mutex for entering the critical region, if another customer enters thereafter, the second one will not be able to anything until the first one has released the mutex. The customer then checks the chairs in the waiting room if waiting customers are less then the number of chairs then he sits otherwise he leaves and releases the mutex.  If the chair is available then customer sits in the waiting room and increments the variable waiting value and also increases the customer’s semaphore this wakes up the barber if he is sleeping.  At this point, customer and barber are both awake and the barber is ready to give that person a haircut. When the haircut is over, the customer exits the procedure and if there are no customers in waiting room barber sleeps.  Lightbox |

Semaphore Customers = 0;

Semaphore Barber = 0;

Mutex Seats = 1;

int FreeSeats = N;

Barber {

while(true) {

/\* waits for a customer (sleeps). \*/

down(Customers);

/\* mutex to protect the number of available seats.\*/

down(Seats);

/\* a chair gets free.\*/

FreeSeats++;

/\* bring customer for haircut.\*/

up(Barber);

/\* release the mutex on the chair.\*/

up(Seats);

/\* barber is cutting hair.\*/

}

}

Customer {

while(true) {

/\* protects seats so only 1 customer tries to sit

in a chair if that's the case.\*/

down(Seats); //This line should not be here.

if(FreeSeats > 0) {

/\* sitting down.\*/

FreeSeats--;

/\* notify the barber. \*/

up(Customers);

/\* release the lock \*/

up(Seats);

/\* wait in the waiting room if barber is busy. \*/

down(Barber);

// customer is having hair cut

} else {

/\* release the lock \*/

up(Seats);

// customer leaves

}

}

}

## ****Process Synchronization****

<https://www.studytonight.com/operating-system/process-synchronization> .... Last visited: April 10, 2022

It is the task phenomenon of coordinating the execution of processes in such a way that no two processes can have access to the same shared data and resources.

* It is a procedure that is involved in order to preserve the appropriate order of execution of cooperative processes.
* In order to synchronize the processes, there are various synchronization mechanisms.

Process Synchronization is mainly needed in a multi-process system when multiple processes are running together, and more than one processes try to gain access to the same shared resource or any data at the same time.

<https://afteracademy.com/blog/what-is-process-synchronization-in-operating-system> ...... Last visited: April 10, 2022

In the Operating System, there are a number of processes present in a particular state. At the same time, we have a limited amount of resources present, so those resources need to be shared among various processes. But you should make sure that no two processes are using the same resource at the same time because this may lead to data inconsistency. So, synchronization of process should be there in the Operating System. These processes that are sharing resources between each other are called **Cooperative Processes** and the processes whose execution does not affect the execution of other processes are called **Independent Processes**.

<https://www.tutorialspoint.com/semaphores-in-operating-system> ..... Last visited: April 10, 2022

Semaphores

Semaphores are integer variables that are used to solve the critical section problem by using two atomic operations, wait and signal that are used for process synchronization.

The definitions of wait and signal are as follows −

* **Wait**

The wait operation decrements the value of its argument S, if it is positive. If S is negative or zero, then no operation is performed.

wait(S)

{

   while (S<=0);

   S--;

}

* **Signal**

The signal operation increments the value of its argument S.

signal(S)

{

   S++;

}

**Types of Semaphores**

There are two main types of semaphores i.e. counting semaphores and binary semaphores. Details about these are given as follows −

* **Counting Semaphores**

These are integer value semaphores and have an unrestricted value domain. These semaphores are used to coordinate the resource access, where the semaphore count is the number of available resources. If the resources are added, semaphore count automatically incremented and if the resources are removed, the count is decremented.

* **Binary Semaphores**

The binary semaphores are like counting semaphores but their value is restricted to 0 and 1. The wait operation only works when the semaphore is 1 and the signal operation succeeds when semaphore is 0. It is sometimes easier to implement binary semaphores than counting semaphores.

**Advantages of Semaphores**

Some of the advantages of semaphores are as follows −

* Semaphores allow only one process into the critical section. They follow the mutual exclusion principle strictly and are much more efficient than some other methods of synchronization.
* There is no resource wastage because of busy waiting in semaphores as processor time is not wasted unnecessarily to check if a condition is fulfilled to allow a process to access the critical section.
* Semaphores are implemented in the machine independent code of the microkernel. So they are machine independent.

**Disadvantages of Semaphores**

Some of the disadvantages of semaphores are as follows −

* Semaphores are complicated so the wait and signal operations must be implemented in the correct order to prevent deadlocks.
* Semaphores are impractical for last scale use as their use leads to loss of modularity. This happens because the wait and signal operations prevent the creation of a structured layout for the system.
* Semaphores may lead to a priority inversion where low priority processes may access the critical section first and high priority processes later.

Monitors

<https://www.geeksforgeeks.org/monitors-in-process-synchronization/> …. Last visited: April 10, 2022

# Monitors in Process Synchronization

The monitor is one of the ways to achieve Process synchronization. The monitor is supported by programming languages to achieve mutual exclusion between processes. For example Java Synchronized methods. Java provides wait() and notify() constructs.

1. It is the collection of condition variables and procedures combined together in a special kind of module or a package.
2. The processes running outside the monitor can’t access the internal variable of the monitor but can call procedures of the monitor.
3. Only one process at a time can execute code inside monitors.

**Syntax:**
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**Condition Variables:**  
Two different operations are performed on the condition variables of the monitor.

Wait.

signal.

let say we have 2 condition variables  
**condition x, y; // Declaring variable**

**Wait operation**  
x.wait() : Process performing wait operation on any condition variable are suspended. The suspended processes are placed in block queue of that condition variable.

**Note:** Each condition variable has its unique block queue.

**Signal operation**  
x.signal(): When a process performs signal operation on condition variable, one of the blocked processes is given chance.

If (x block queue empty)

// Ignore signal

else

// Resume a process from block queue.

**Advantages of Monitor:**  
Monitors have the advantage of making parallel programming easier and less error prone than using techniques such as semaphore.

**Disadvantages of Monitor:**  
Monitors have to be implemented as part of the programming language . The compiler must generate code for them. This gives the compiler the additional burden of having to know what operating system facilities are available to control access to critical sections in concurrent processes. Some languages that do support monitors are Java,C#,Visual Basic,Ada and concurrent Euclid.